Управление данными в Docker

К докер контейнерам можно подключать внешние папки. Рассматриваем основные способы.

Время чтения: больше 15 мин

1. [Связанные папки (bind mounts)](https://doka.guide/tools/docker-data-management/#svyazannye-papki-bind-mounts)
   1. [Как пользоваться](https://doka.guide/tools/docker-data-management/#kak-polzovatsya)
2. [Тома (volumes)](https://doka.guide/tools/docker-data-management/#toma-volumes)
   1. [Как пользоваться](https://doka.guide/tools/docker-data-management/#kak-polzovatsya-1)
   2. [Использование драйверов](https://doka.guide/tools/docker-data-management/#ispolzovanie-drayverov)
   3. [Резервные копии](https://doka.guide/tools/docker-data-management/#rezervnye-kopii)
3. [Хранение в оперативной памяти](https://doka.guide/tools/docker-data-management/#hranenie-v-operativnoy-pamyati)
   1. [Как пользоваться](https://doka.guide/tools/docker-data-management/#kak-polzovatsya-2)
4. [На практике](https://doka.guide/tools/docker-data-management/#na-praktike)
   1. [Игорь Коровченко](https://doka.guide/tools/docker-data-management/#igor-korovchenko)
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В этой статье мы поговорим про управление данными приложений в Docker. Узнать, что такое Docker, вы сможете из статьи «[Что такое Docker](https://doka.guide/tools/docker/)». Также вы можете почитать о [мультиконтейнерных приложениях и Docker Compose](https://doka.guide/tools/docker-compose/) и о том, [как устроен Dockerfile](https://doka.guide/tools/dockerfile/).

Итак, по умолчанию все данные приложения хранятся в контейнере Docker и после остановки контейнера теряются. Но это не единственный способ работать с данными. Можно использовать оперативную память и файловую систему компьютера, на котором установлен Docker Engine. Существует несколько типов хранилищ данных:

* связанные папки, примонтированные к контейнеру как внешние диски (*bind mounts*);
* тома (*volumes*);
* часть оперативной памяти для работы с данными (*tmpfs mounts* или *npipe mounts*).

Вне зависимости от того, какой тип хранилища вы выберете, данные для приложения будут храниться в заданной вами папке внутри контейнера. Технология работает бесшовно, но имеет свои накладные расходы для каждого конкретного типа.

Наглядная схема типов управления данными в Docker:

![Наглядная схема типов управления данными в Docker.](data:image/png;base64,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)

Рассмотрим каждый тип по отдельности.

**Связанные папки (bind mounts)**

[Секция статьи "Связанные папки (bind mounts)"](https://doka.guide/tools/docker-data-management/#svyazannye-papki-bind-mounts)

Связанные папки появились в Docker с самых первых релизов. Это удобный инструмент, но у него есть ограничения. Этот тип управления данными позволяет связать папку на компьютере пользователя (то есть хосте, на котором установлен Docker Engine) и папку в контейнере. Работать в контейнере и на хосте с такой папкой можно одновременно, все изменения будут отображаться и там, и там. Механизм bind mounts подразумевает, что данные могут быть изменены в любое время как из подключённого контейнера, так и непосредственно на хосте.

При создании связанной папки указывается полный путь к ней на хосте и путь внутри контейнера. Если папка не существует на хосте, Docker может создать её сам.

Связанные папки используются:

**Когда конфигурационные файлы на хосте и в контейнере одни и те же.** Именно этот тип использует сам Docker для автоматического монтирования конфигурации DNS хоста.

**Когда работаем с исходным кодом и артефактами сборок.** Можно использовать системы сборки для исходного кода внутри контейнера. Вы меняете код, [бандлер](https://doka.guide/tools/bundlers/), который находится внутри контейнера, это видит, и код попадает в новую сборку. Другой вариант использования — работа с уже собранными бандлами, например, для тестирования или отладки приложений.

**Когда необходимо обеспечить создание одной и той же файловой структуры на различных компьютерах.** Если папки на компьютере пользователя не существует, она будет создана при сборке образа и запуске контейнера.

**Как пользоваться**

[Секция статьи "Как пользоваться"](https://doka.guide/tools/docker-data-management/" \l "kak-polzovatsya)

Чтобы связать папку на хосте с папкой внутри контейнера, можно воспользоваться флагами -v или --mount. $(pwd) в командах ниже означает, что примонтируется текущая папка на хосте.

Пример с флагом -v:

docker run -d \

-it \

--name devtest \

-v "$(pwd)"/target:/app \

node:lts

Скопировать

Можно задать следующие опции: rprivate, private, rshared, shared, rslave, slave, ro, z и Z.

Первые шесть параметров позволяют управлять тем, как будут влиять изменения в одной точке монтирования тома на другие точки монтирования. По умолчанию используется rprivate, что означает — никак.

Последние три параметра могут быть указаны только для флага -v. Значение ro определяет режим только для чтения. Папка на хосте не может быть изменена внутри контейнера. Значение z обозначает, что папка на хосте может быть использована несколькими контейнерами. Значение Z обозначает, что папка используется только одним контейнером. Не указывайте значение Z для системных папок, например, */usr* или */home*. Это приведёт к тому, что работа операционной системы на хосте будет парализована. Будьте аккуратны!

Пример с флагом --mount:

docker run -d \

-it \

--name devtest \

--mount type=bind,source="$(pwd)"/target,target=/app \

node:lts

Скопировать

Ключ bind-propagation

Флаг --mount не поддерживает опции для управления метками [selinux](https://ru.wikipedia.org/wiki/SELinux) (z и Z).

Проверьте корректность работы хранилища с помощью команды:

docker inspect devtest

Скопировать

В соответствующей секции *Mounts* вы сможете найти исчерпывающую информацию. Например, если вы находились в папке */tmp/source/target* при запуске контейнера, то в этой секции будет указана примерно следующая информация:

"Mounts": [

{

"Type": "bind",

"Source": "/tmp/source/target",

"Destination": "/app",

"Mode": "",

"RW": true,

"Propagation": "rprivate"

}

],

Скопировать

Для разрыва связи между папками на хосте и в контейнере выполните команды остановки и удаления контейнера:

docker container stop devtest

docker container rm devtest

Скопировать

☝️

Помните:

1. Связанными папками нельзя управлять из Docker CLI.
2. Абсолютные пути на разных компьютерах могут быть разными.
3. Если в контейнере в примонтированной папке есть содержимое, то оно «перекроет» содержимое связанной папки на все время работы контейнера.
4. Использовать связанные папки для работы с конфигурационными файлами небезопасно.
5. Файловая система и структура папок могут сильно отличаться на разных компьютерах.
6. Правила описания путей к файлам могут отличаться при переходе от одной платформы к другой.
7. Вы можете столкнуться с ситуацией, когда приложение в контейнере получит доступ к системным папкам или удалит критически важные файлы.

**Тома (volumes)**

[Секция статьи "Тома (volumes)"](https://doka.guide/tools/docker-data-management/" \l "toma-volumes)

Тома — это лучший тип управления данных в Docker. Только объекты или службы Docker должны иметь права на изменение данных, расположенных в томах. На хосте данные хранятся в специальных папках, но без доступа администратора к ним не подобраться. В идеологии Docker тома — что-то вроде образа флэш-накопителя или CD/DVD.

Тома можно размещать не только на хосте. Можно, например, пользоваться облачными платформами для совместной работы с данными или для тестирования приложений. А ещё тома будут работать как с Linux-контейнерами, так и с Windows-контейнерами, поскольку файловая система томов одна и та же.

Когда том примонтирован к контейнеру, операционная система хоста не имеет к нему доступа. Docker управляет томами отдельно, позволяя подключаться одному или нескольким контейнерам одновременно. Плюсом является и то, что том существует самостоятельно и не зависит от жизненного цикла контейнеров.

Тома могут быть созданы при сборке контейнера (с помощью [Dockerfile](https://doka.guide/tools/docker/) или [Docker Compose](https://doka.guide/tools/docker-compose/)) или вручную с помощью Docker Engine. Тома могут иметь имя, назначенное пользователем (именованные тома, named volumes), а могут быть анонимными с именем, которое Docker устанавливает автоматически (анонимные тома, anonymous volumes).

Концепция драйвера позволяет преобразовывать данные в томах или влиять на потоки данных между томами и контейнерами. Например, это можно использовать для шифрования. Но чаще с помощью драйверов к контейнеру подключают тома, которые расположены не локально на хосте, а в облаке или на сервере. Это позволяет, не меняя логику работы приложения внутри контейнера, обрабатывать данные, которых на хосте нет.

Итак, возможности томов:

— миграция данных и создание резервных копий;  
— управление с помощью Docker CLI или Docker API;  
— тома работают и с Linux-, и с Windows-контейнерами;  
— данные легко и безопасно можно использовать в нескольких контейнерах;  
— существует механизм драйверов, который позволяет хранить данные не только на хосте, но и на сервере или в облаке, шифровать данные в томе или добавлять дополнительную функциональность;  
— новые тома могут создаваться с уже загруженными с помощью контейнера данными;  
— если на хосте установлены Mac или Windows, тома будут быстрее работать с Docker Desktop, чем связанные папки;  
— тома не увеличивают размер контейнера;  
— тома находятся вне жизненного цикла контейнера.

Тома используются:

**Когда нам нужно получить доступ к данным из разных контейнеров.** Том создаётся в первый раз либо вручную, либо при сборке контейнера. Уничтожается том всегда только с помощью Docker вручную. После остановки контейнера том будет продолжать работать, пока не будет удалён пользователем.

**Когда вы не уверены, что путь до папки будет одним и тем же на разных компьютерах.** Тома позволяют повысить уровень абстракции.

**Когда вы хотите хранить данные не только у себя на локальном компьютере, но и на сервере или в облаке.**

**Когда нужно создать резервную копию или перенести тома с одного компьютера на другой.** Тома хранятся в определённой папке на компьютере. Вы можете просто скопировать её, заархивировать и перенести на другой хост. Примерно так же создаётся и резервная копия.

**Если ваше приложение требует высокой скорости обмена данными на Mac и Windows.** Тома сохраняются на виртуальной машине Linux VM, на которой работают и контейнеры, поэтому скорость чтения и записи высокая. Нет лишних накладных расходов на доступ к файловой системе хоста.

**Когда важно, чтобы файловая система имела нативное поведение.** Например, база данных должна контролировать кэширование на диске для гарантии выполнения транзакций. Файловые системы на Mac и Windows работают не так, как на Linux. Это может привести к ошибкам работы некоторых приложений.

**Как пользоваться**

[Секция статьи "Как пользоваться"](https://doka.guide/tools/docker-data-management/#kak-polzovatsya-1)

Создать том можно с помощью флагов -v или --mount при запуске контейнера. Для флага -v можно указать параметр ro, который будет означать использование режима только для чтения. Для флага --mount есть ключ volume-opt, который устанавливает набор опций, разделённых запятыми. Не забывайте, что значения для этого ключа должны быть экранированы кавычками. Работа с томами такова, что изменения в одной точке монтирования в контейнере не будут отображаться в другой точке монтирования (параметр bind-propagation всегда выставлен в значение rprivate).

Подключить том с именем my-vol можно следующим образом.

С флагом --mount:

docker run -d \

--name devtest \

--mount source=my-vol,target=/app \

node:lts

Скопировать

С флагом -v:

docker run -d \

--name devtest \

-v my-vol:/app \

node:lts

Скопировать

Проверьте корректность результата выполнения команды:

docker inspect devtest

Скопировать

Чтобы удалить том, необходимо отключить связанный с ним контейнер и удалить сам контейнер:

docker container stop devtest

docker container rm devtest

docker volume rm my-vol

Скопировать

Управлять томами можно через Docker API с помощью Docker CLI и Docker Compose.

Чтобы создать новый том **с помощью Docker CLI**, используйте команду:

docker volume create my-vol

Скопировать

Получите список томов на хосте:

docker volume ls

Скопировать

Посмотрите информацию о томе:

docker volume inspect my-vol

Скопировать

Удалите том командой:

docker volume rm my-vol

Скопировать

Если том был анонимным, то можно удалить его сразу после завершения работы контейнера. Для этого при запуске контейнера вы можете прописать флаг --rm. Вместе с удалением контейнера в этом случае удалится и том:

docker run --rm -v /foo -v awesome:/bar container app

Скопировать

После завершения работы и последующего удаления контейнера анонимный том удалится, а именованный awesome продолжит работать.

Чтобы удалить все неиспользуемые тома, используйте команду:

docker volume prune

Скопировать

Для того, чтобы подключить том **с помощью Dockerfile**, необходимо использовать инструкцию VOLUME:

FROM node:lts

RUN useradd user

RUN mkdir /data && touch /data/x

RUN chown -R user:user /data

VOLUME /data

Скопировать

Интересно, что вы не сможете внести какие-либо изменения в данные на этапе сборки образа. Следующий *Dockerfile* правильно работать не будет:

FROM node:lts

RUN useradd user

VOLUME /data

RUN touch /data/x

RUN chown -R user:user /data

Скопировать

Том будет подключён только после создания образа на этапе запуска контейнера. Возможно, придётся использовать инструкции CMD или ENTRYPOINT. Подробнее описано в статье «[Как устроен Dockerfile](https://doka.guide/tools/dockerfile/)».

Запустить том для отдельного контейнера **с Docker Compose** можно с помощью следующей конфигурации:

services:

frontend:

image: node:lts

volumes:

- myapp:/home/node/app

volumes:

myapp:

Скопировать

Команда docker-compose up поднимет не только сам контейнер frontend, но и создаст том myapp. Если он уже был создан, Docker Compose подключит его к контейнеру, но надо указать это явно с помощью элемента external так:

services:

frontend:

image: node:lts

volumes:

- myapp:/home/node/app

volumes:

myapp:

external: true

Скопировать

Подробнее о формате конфигурации Docker Compose можно прочитать [в статье о Docker Compose](https://doka.guide/tools/docker-compose/).

**Использование драйверов**

[Секция статьи "Использование драйверов"](https://doka.guide/tools/docker-data-management/" \l "ispolzovanie-drayverov)

Когда приходит время масштабировать приложение, несколько сервисов должны работать с одним хранилищем данных. Для этого существует масса решений, и у Docker есть своё — драйверы для томов. Это лишь один пример использования драйверов. Можно организовать, например, пересылку данных между контейнерами с поддержкой шифрования или автоматическое шифрование и дешифровку всех данных в томе. Можно реализовать любой механизм обработки данных. Драйверы повышают уровень абстракции, позволяя отделить логику работы приложения от системы хранения данных.

Например, есть два компьютера — хост, на котором установлен Docker и запускаются контейнеры, и файловый сервер, который поставляет данные для них. Контейнеры ничего не знают про эту архитектуру: все запускалось изначально на локальном хосте. Драйвер vieux/sshfs позволяет использовать SSH-соединение для связи с файловым сервером, при этом данные будут представлены в виде тома Docker.

Для начала необходимо установить соответствующий плагин для Docker Engine:

docker plugin install --grant-all-permissions vieux/sshfs

Скопировать

Затем нужно создать том и прописать учётные данные:

docker volume create --driver vieux/sshfs \

-o sshcmd=test@node2:/home/test \

-o password=testpassword \

sshvolume

Скопировать

Если для связи по SSH между клиентом и сервером уже работают ключи доступа, то пароль можно опустить. Флаг -o указывает на опции, которые могут быть переданы драйверу. Набор доступных опций у каждого драйвера свой.

Можно создать том и другим способом, при запуске контейнера:

docker run -d \

--name sshfs-container \

--volume-driver vieux/sshfs \

--mount src=sshvolume,target=/app,volume-opt=sshcmd=test@node2:/home/test,volume-opt=password=testpassword \

nginx:latest

Скопировать

Если драйвер требует передачи опций, приходится использовать флаг --mount.

**Резервные копии**

[Секция статьи "Резервные копии"](https://doka.guide/tools/docker-data-management/#rezervnye-kopii)

Для того чтобы создать резервную копию тома, можно использовать механизм контейнеров Docker. Например, вы уже создали контейнер с именем dbstore на базе операционной системы Ubuntu и работаете с данными в томе dbdata. Для этого вы уже выполнили команду и получили доступ к терминалу контейнера:

docker run -v /dbdata --name dbstore node:lts /bin/bash

Скопировать

Как создать резервную копию данных в томе? Нужно:

— запустить новый контейнер и примонтировать том, который используется в контейнере dbstore;  
— примонтировать папку на хосте, чтобы потом в неё положить резервную копию;  
— зайти внутри контейнера в том, заархивировать данные и положить их в связанную папку.

Выполните команду:

docker run --rm --volumes-from dbstore -v $(pwd):/backup ubuntu tar cvf /backup/backup.tar /dbdata

Скопировать

После завершения архивации контейнер выключится и удалится, а резервная копия останется у вас в папке, из которой вы запускали команду.

Допустим, у вас возникла необходимость развернуть данные из сохранённой резервной копии внутри контейнера dbstore2. Нужно запустить его:

docker run -v /dbdata --name dbstore2 node:lts /bin/bash

Скопировать

Затем разархивировать данные в том:

docker run --rm --volumes-from dbstore2 -v $(pwd):/backup ubuntu bash -c "cd /dbdata && tar xvf /backup/backup.tar --strip 1"

Скопировать

**Хранение в оперативной памяти**

[Секция статьи "Хранение в оперативной памяти"](https://doka.guide/tools/docker-data-management/#hranenie-v-operativnoy-pamyati)

Хранение в оперативной памяти бывает двух типов: *tmpfs mounts* и *npipe mounts*.

Механизм *tmpfs mount* в операционной системе Linux позволяет выделить часть оперативной памяти хоста для хранения данных. Данные не сохраняются в файловой системе, и получается быстрое хранилище. Примонтированная папка *tmpfs* работает, пока запущен контейнер, поэтому не стоит использовать этот способ для хранения настроек и результатов работы приложения.

Для пользователей операционной системы Windows существует ещё один тип управления данными — *npipe mount*. Этот тип позволяет получить доступ к хосту Docker из контейнера и в основном используется для управления данными с Docker Engine API.

Используем оперативную память:

**Если вы не хотите оставлять данные после завершения работы приложения.**

**Как пользоваться**

[Секция статьи "Как пользоваться"](https://doka.guide/tools/docker-data-management/#kak-polzovatsya-2)

Этот раздел посвящён использованию только на Linux.

С помощью томов и связанных папок вы можете делиться файлами между хостом и контейнером. После остановки контейнера данные сохраняются. Но если на хосте используется операционная система Linux, то существует и третий тип работы с данными — *tmpfs*. Это временное файловое хранилище, которое располагается в оперативной памяти, присутствует во многих Unix-подобных системах. Когда вы создаёте контейнер, Docker может создать отдельный слой в оперативной памяти снаружи контейнера для хранения и обработки данных.

При использовании этого типа работы с данными в Docker есть два ограничения:

— операционной системой хоста может быть только Linux;  
— данные в *tmpfs* доступны лишь из одного контейнера.

*tmpfs* хорошо работает в случае хранения чувствительной информации: ключей шифрования, паролей, сертификатов доступа и тому подобного.

Чтобы запустить контейнер с *tmpfs*, используют команду:

docker run -d \

-it \

--name tmptest \

--mount type=tmpfs,destination=/app \

node:lts

Скопировать

С помощью ключа tmpfs-size можно определить максимальный размер хранилища в байтах. По умолчанию он не ограничен. Ключ tmpfs-mode служит для определения уровня доступа в восьмеричном формате. Например, значение по умолчанию 1777 обозначает, что любой пользователь или программа в контейнере имеют неограниченный доступ к данным, которые будут доступны и вне контейнера. Этот параметр работает также, как и для *[tmpfs](https://man.archlinux.org/man/tmpfs)*[в Unix-подобных операционных системах](https://man.archlinux.org/man/tmpfs).

Также есть альтернативная более короткая команда для управления *tmpfs mounts*:

docker run -d \

-it \

--name tmptest \

--tmpfs /app \

node:lts

Скопировать

Проверьте состояние контейнера, чтобы убедиться, что файловое хранилище создано корректно:

docker container inspect tmptest

Скопировать

В соответствующей секции будет доступна информация о примонтированной папке:

"Tmpfs": {

"/app": ""

},

Скопировать

Для удаления слоя с данными выполните команды остановки и удаления контейнера:

docker container stop tmptest

docker container rm tmptest

Скопировать

**На практике**

[Секция статьи "На практике"](https://doka.guide/tools/docker-data-management/#na-praktike)

[**Игорь Коровченко**](https://doka.guide/people/igsekor/)

[Секция статьи "Игорь Коровченко"](https://doka.guide/tools/docker-data-management/#igor-korovchenko)

✨ Вы можете получить данные из определённой папки контейнера, если примонтируете к ней **пустую** папку или **пустой** том на хосте. После монтирования данные автоматически окажутся доступны с хоста и останутся там после работы контейнера. Это удобный способ сделать бэкап или получить результаты работы приложения.

Если папка или том окажутся **не пустыми**, то при монтировании к контейнеру содержимое будет на время скрыто. Контейнер будет воспринимать эту папку как пустую, данные будут в неё сохраняться и будут доступны с хоста во время работы контейнера. После окончания работы контейнера или после того, как том или папка будут отмонтированы, данные из контейнера будут потеряны, поскольку снова будут доступны те файлы и подпапки, которые были скрыты при монтировании. Это тот же механизм, который Linux будет использовать, когда вы, например, примонтируете USB-накопитель к уже заполненной чем-то папке.
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